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Abstract—A common task in search-based testing is automat-
ically identifying valuable test cases for software systems. How-
ever, existing approaches tend to either search for unique tests
with regard to inputs or outputs (i.e., novelty search) or search for
inputs that invalidate some expected proposition regarding the
software (i.e., metamorphic testing). Problematically, verifying
unique tests induces the oracle problem while an invalidated
proposition results in a single test case. In this paper we utilize
novelty search and metamorphic testing to discover a broad range
of unique test cases that are directly verifiable via a metamorphic
relation and invalidate such an expected proposition in fewer
generations of an evolutionary algorithm than direct search. We
apply this novelty search and metamorphic testing combination
to discover errors in identifying the midpoint of a geodesic as a
proof-of-concept.

Index Terms—novelty search, metamorphic testing, test gener-
ation

I. INTRODUCTION

Search-based generation of test data is an appealing solu-
tion to the time-consuming and difficult process of manually
identifying test cases. It is so appealing that we decided to
use it to verify our use of geodesic geometry. However, for
each test case identified it is also necessary to identify a
method of verification - most typically expected results from
the software. Problematically, it is difficult to automatically
identify expected results (i.e., the oracle problem) and, in some
cases, it is infeasible [1].

Two primary methods of generating test cases have been
explored in the literature: optimizing for a specific property
(e.g., code coverage [2]) that may utilize an attempt to
generate a test oracle and novelty search-based methods [3].
Problematically, code coverage does not necessarily directly
correlate with eliciting faults [4], [5] and novelty search-based
methods require an oracle often derived from the code itself
(e.g., mutation-based testing methods [6]).

While direct optimization of a fitness function may identify
a verifiable test case of interest and novelty search may identify
multiple diverse behaviors, neither identifies a set of multiple
test cases that can be automatically verified. In this paper
we utilize metamorphic relations to verify multiple test cases
identified by novelty search. Further, using novelty search has
been shown to optimize objectives in less generations of a

genetic algorithm than direct objective optimization despite
only explicitly searching for novel (not optimal) solutions [7].

The contributions of this paper are as follows:
• We present a method using both novelty search and

metamorphic testing to identify unique and verifiable test
cases, and

• We present a proof-of-concept and compare the results
of the combined approach to direct search alone.

The remainder of this paper is organized as follows. Sec-
tion II provides an overview of the background information.
Section III introduces the approach. Section V covers related
work, and Section VI discusses conclusions and future work.

II. BACKGROUND

This section covers background in novelty search, metamor-
phic testing, and the geometry of geodesics.

A. Novelty Search

While most optimization methods attempt to optimize some
objective, novelty search ignores the objective entirely. Coun-
terintuitively, novelty search looks for unique phenotypic be-
haviors from the outputs rather than optimal behaviors [7].
Novelty search does this by setting the objective of a tradi-
tional genetic algorithm to reward outputs that are most dif-
ferent than what has been identified previously - often within
some set number of nearest neighbors. When a sufficiently
novel output is identified, it is added to a novelty archive
that other outputs are measured against. Rather than returning
a single optimum, novelty search returns a whole range of
outputs within its population and novelty archive. In some
applications novelty search identifies optimal results in fewer
generations than direct optimization [7]. In this paper we refer
to traditional genetic algorithms that optimize for a fitness
function directly as direct search to differentiate from novelty
search.

B. Metamorphic Testing

Originally presented as a method to generate tests [8],
the use of metamorphic testing has expanded to overcome
the oracle problem and is used across a wide variety of
domains [9]. Rather than test via inputs and expected outputs,
metamorphic testing establishes metamorphic relations that



indicate how system behavior can be compared to other
behavior. Metamorphic relations can either be input driven
(e.g., two different inputs should provide the same result)
or output driven (e.g., two different outputs are comparable
based on a known difference in inputs). These metamorphic
relations enable metamorphic testing to provide a method of
generating multiple test cases and actually verify without an
oracle. For example, given a program to detect exactly how
many pine needles are on a tree, how could expected results
(e.g., the number of pine needles) be found? It is not practical
to actually count the pine needles, but it is practical to obtain
the program results for a tree, then (secretly) take some number
of pine needles off the tree and obtain the program results
again. The difference in program response should match the
alteration to the tree. By changing an input to the program,
a metamorphic relation can be used to compare the outputs
without ever knowing the correct result. Similarly, multiple
test cases can be generated by removing differing numbers of
pine needles.

C. Geometry of Geodesics
While the shortest distance between two points in Euclidean

space is straight, the shortest distance between two points
across the surface of the earth is not. First, since the earth
is not flat, the shortest path along the surface must be curved
to the surface between the two points. Second, since the path
must conform to the surface of the earth, it is shorter to “bend”
the path towards the nearest pole to minimize the additional
curve to match the surface. In Figure 1 a straight line from
point A to C would actually be longer than the curved line
(through B). This is one of the primary reasons flights between
North America and Europe appear to “bend” further north on a
two-dimensional projection of the earth. These shortest paths
are geodesic segments on a great circle that represents the
largest circle that can be created dividing a sphere in half [10].
The equator, for example, is a great circle, as is every line of
longitude.

Fig. 1. Shortest Path on a Sphere

In this paper we use a Java port of GeographicLib1 that uses
existing geodesic algorithms in [11] where errors are less than
15 nanometers for our desired operations [12] on an earth-
representing WGS84 (World Geodetic System 1984) ellipsoid
model.

III. APPROACH

In this section we describe the geodesic midpoint problem
we aim to identify test cases for, a metamorphic relation for

1https://geographiclib.sourceforge.io/

the geodesic midpoint problem, our direct search method, and
our novelty search method.

A. Geodesic Midpoint Problem

The software under test calculates the midpoint of a
geodesic defined by two points on earth using latitude and
longitude as part of a geodesic implementation of an exist-
ing divide-and-conquer Voronoi diagram generator for two-
dimensional Euclidean space [13]. While an exceedingly
straight-forward operation in two-dimensional Euclidean ge-
ometry, dividing the shortest path between two points on a
spheroid has some pitfalls, including:

• Difficulties around, at, and over the poles, and
• Rollover from negative to positive longitude (or vice-

versa) at the international date line.
Consider the curved line in Figure 1 from A through B to

C. The midpoint (i.e., point B) divides the distance on the
shortest path into two geodesic segments that are each half
the length of the original. Verifying this point is accurately
identified is difficult without relying on the same operations
used to define the point originally.

B. Metamorphic Relation

Given two points made up of latitude, φ, and longitude, λ,
we expect the same midpoint to be calculated regardless of
which point the midpoint is calculated from. That is, given
the points (φ1, λ1) and (φ2, λ2), a function that returns the
midpoint should return the same value regardless of the order
of the points. The following metamorphic relationship is true
outside of the expected error (i.e., up to 15 nanometers in the
algorithms used by GeographicLib):

mid((φ1, λ1), (φ2, λ2)) ≈ mid((φ2, λ2), (φ1, λ1)) (1)

Test cases can be created for any set of valid latitude and
longitude for two points and verified using Equation 1, without
knowledge of the expected results.

C. Direct Search

In order to identify the largest possible error detectable
by the metamorphic relation in Equation 1, we identify a
fitness function that maximizes the difference between the
two calculated midpoints. We use the latitude and longitude
as points on a two-dimensional Euclidean plane instead of
measuring actual physical distance to avoid relying on the
geodesic operations under test:

fitness =
√
(φmid1 − φmid2)

2 + (λmid1 − λmid2)
2 (2)

We maximize the fitness function defined in Equation 2 via
a genetic algorithm with a 3% chance of mutation, simulated
binary crossover [14], and tournament selection across three
individuals using the Jenetics2 library. A population of 500 is
used and the number of generations is limited to 1000.

2https://jenetics.io/



Fig. 2. Comparison of Final Fitness

D. Novelty Search

Rather than optimizing for the fitness function in Equation 2
directly, the genetic algorithm described previously is extended
to include a novelty archive (limited to 100 individuals). The
fitness function is replaced by the average two-dimensional
Euclidean distance between the 10 nearest individuals com-
puted using the two midpoints representing the phenotypic
output as a 4-tuple (i.e., φmid1 , λmid1 , φmid2 , λmid2 ). That is,
the novelty measurement is defined as:

novelty(x) =
1

k

k∑
i=0

dist(x, µi) (3)

Where k is 10 and µ is the novelty archive in order of distance
to x, and x is the 4-tuple for which the novelty is being
calculated.

IV. RESULTS

Both novelty search and a direct search via a genetic
algorithm were used to identify the most problematic (i.e.,
highest fitness from Equation 2) test cases over a series of 50
runs each, limited to 1000 generations with a population of
500 individuals. Novelty search employed a novelty archive
of 100, which provides a diverse set of test cases, while the
novelty metric was based on the average distance from 10
nearest neighbors.

Figure 2 shows a comparison of the fitness of the most
problematic individual at the end of 1000 generations for both
the novelty and direct search. Direct search is infrequently
able to achieve as high a fitness as novelty search. The
median fitness is only 5.5e-11 while the average fitness is
85.0. Novelty search obtained a median fitness of 360.0 and an
average fitness of 333.4. We used Wilcoxon-Mann-Whitney U-
test to measure statistical significance, due to the non-normal

Fig. 3. Comparison of Average Fitness Convergence

distribution of each dataset [15], [16], and the difference is
significant (p < 5e-11).

Figure 3 shows the average maximum fitness of the 50 runs
over the 1000 generations the novelty search and direct search
genetic algorithms were executed. It is clear that, despite
not expressly searching to maximize the fitness defined by
Equation 2, the novelty search converges significantly more
rapidly than the direct search method.

Multiple smaller errors are identified due to computations
around and on the poles. The largest error, however, is due to
both 180◦ and −180◦ longitude referring to the same location,
a problem that could cause significant downstream effects on
an application that depends on tight ranges.

A. Limitations & Threats to Validity

While the results are promising, there are several limitations
that must be acknowledged. First, the example is limited
to a single, limited, case study with a single metamorphic
relationship. Second, the rate of convergence is likely to be
impacted by the fitness functions or novelty metrics chosen.
The novelty metric used in novelty search must be chosen care-
fully from amongst the possible measures of behavior. Third,
metamorphic relations must be manually defined in order to
generate test cases, often a difficult task [17], [18]. Finally, the
computational cost of each novelty search generation is higher
due to the additional overhead of calculating novelty for each
individual in the population using the k-nearest neighbors.

V. RELATED WORK

Significant work has been done in the area of generating
test data, including work that uses novelty search [3]. For
example, novelty search has been used to address environ-
mental uncertainty in systems by searching for unexpected
behavior [19]–[21] and verifying deep learning systems [22].
Metamorphic testing has been used in a wide variety of
applications, including everything from compilers [23] to self-
driving cars [24]. Two recent metamorphic testing surveys in



2016 [25] and 2018 [9] cover the broad range of application
areas. Our method differs from each of these methods by
combining both novelty search with metamorphic testing to
achieve a wide range of verifiable tests while greatly increasing
the convergence rate.

Other methods to generate test data often require some
form of implicit, derived, or specified test oracle [26]. In
the case of our work, we manually specify the test oracle
via the metamorphic relation. However, mutation-driven test
oracles [6], crowd-sourced test oracles [27] including those for
crowd-sourcing metamorphic relations [28], and even meth-
ods to improve code-based test generation via metamorphic
testing [29] provide at least some level of automation. While
our current case study requires manually defined metamorphic
relations, existing work on automatically generating meta-
morphic relations [30]–[32] could be leveraged while still
benefiting from the combined benefit of novelty search.

VI. CONCLUSIONS

In this paper, we have presented an approach to automati-
cally identifying valuable test cases for software systems using
a combination of novelty search and metamorphic testing.

We have demonstrated our approach on a small case study as
a proof-of-concept that shows the benefit to the combination
of novelty search and metamorphic testing. Future research
directions are focused on extending the domains of the case
study to provide greater empirical evidence and address the
limitations previously identified. Additionally, we hope to
integrate automatically identified metamorphic relations to
reduce the manual effort required.
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